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Abstract—Economically sustainable software systems must be able to cost-effectively evolve in response to changes in their environment, their usage profile, and business demands. However, in many software development projects, sustainability is treated as an afterthought, as developers are driven by time-to-market pressure and are often not educated to apply sustainability-improving techniques. While software engineering research and practice has suggested a large amount of such techniques, a holistic overview is missing and the effectiveness of individual techniques is often not sufficiently validated. On this behalf we created a catalog of "sustainability guidelines" to support project managers, software architects, and developers during system design, development, operation, and maintenance. This paper describes how we derived these guidelines and how we applied selected techniques from them in two industrial case studies. We report several lessons learned about sustainable software development.
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I. INTRODUCTION

Software systems in the industrial automation domain are often long-living systems with a life-span of more than 10 years. These systems include a range of products from embedded real-time systems to large-scale distributed control systems. Such systems have to be constructed with special requirements to their design, structure, and extra-functional properties, such as safety, performance, and availability. During their life-cycle, they evolve in response to changes in their environment (i.e., hardware and software), usage profile (e.g., changed workload), and business demands (e.g., new features, changed business processes). Because this may require expensive changes to a system, it is necessary to keep efforts and costs under control during maintenance and evolution.

The term “sustainability”, i.e., the ability for cost-efficient maintenance and evolution, is restricted to an economical perspective here and subsumes quality attributes of a software system that impact its maintenance and evolution [1], [2], [3]. Such sustainability properties should be kept in mind during the whole life-cycle of a software system and are especially relevant for long-living systems. Design and development decisions are sometimes taken omitting sustainability aspects in favour of time and budget or due to the lack of expert knowledge, leading to accumulation of technical debt [4]. This can lead to increased maintenance costs and introduce a major risk due to insufficient flexibility and quality.

There is already a plethora of approaches for analyzing and solving evolution problems [3]. Problem analysis is for example supported by architecture analysis, software comprehension, and quality indicators. Evolution problems can be resolved by improving architectural structures, reactive elimination, variability strategies, development automation, process improvement as well as knowledge management. Other authors have defined evolution laws [5], [6], classifications of evolution and maintenance types [7], [8], and taxonomies of software changes [9]. Our approach provides a unique perspective as it incorporates all phases of the system’s life-cycle and aims at immediate developer support.

In order to facilitate long-living software systems, we have created a catalog of “sustainability guidelines” for ABB project managers, software architects, and developers. It fosters an explicit consideration of sustainability during system design, development, operation, and maintenance. The guidelines consist of selected software engineering methods, techniques and tools with a positive effect on sustainability. The catalog provides condensed method descriptions, information on their industrial validation, supporting tools, potential benefits, connected risks, checklists, and literature references. The catalog is a short and efficient reference to architects and developers.

The overall benefits of the guidelines are i) a structured overview of software sustainability-improving methods, ii) a single point of access to all relevant information, and iii) checklists and risk description for the guideline application in practice. We have applied selected methods and tools from the guidelines in two industrial case studies at ABB. First, we analyzed the architectural sustainability of a reconfigurable controller reference architecture. Second, we conducted a change impact analysis for a third-party middleware integrated in different industrial software systems. The results of these case studies have been used to further improve the guidelines, and system under study.

The rest of this paper is structured as follows: Section II summarizes a systematic literature search for sustainability-improving methods, which preceded the creation of the guidelines catalog. Section III introduces our sustainability guidelines catalog, its structure, target audience, outline and covered topics. The application of selected guidelines follows in Section IV. Finally, Section V reports lessons learned and Section VI concludes the paper.
II. STATE-OF-THE-ART SURVEY

A. Systematic literature review for sustainability supporting solutions

In order to get an extensive overview of state-of-the-art approaches to support software sustainability we have conducted a systematic literature review. The results of this literature review were published in [3] and later refined for the guidelines document.

Information sources for the preparation of the literature review included books, journals, dissertations, conferences, workshops, selected podcasts, master’s theses, standards, and white papers. All of them were examined for software evolution-related topics. A list of keywords (e.g. “software evolution”, “software maintenance”, “evolvability”, “sustainability”) helped to choose the relevant publications. Those selected publications were then manually investigated for potentially relevant approaches. The further processing of those information sources is discussed in detail in Chapter 7 of our previous publication [3][p. 115ff].

Our criteria catalogue for the final selection of development guidelines covered properties such as applicability, relevance, positive/negative perspective, degree of formalization, abstraction level, and development phases of presented approaches. We aimed to have a set of 2-5 approaches per development phase. From this literature review, the most promising approaches were selected to be included in the guidelines document.

B. Sustainability guidelines: Literature classification

The idea of providing guidelines for recurring software engineering problems is not new. Guidelines are for example provided by software development standards (e.g., ISO or IEC), development process models (e.g., V-model or agile methods), and software engineering books (i.e., Sommerville [10]). However, these sources usually provide general software engineering guidelines and do not focus on system sustainability.

We separated the approaches identified in our literature review, into one group of approaches for the identification and analysis of evolution problems and another group of approaches for solving evolution problems. For each area, we name several approaches representative for the field.

Approaches for identification and analysis of evolution problems were classified as architecture analysis, software comprehension (including use of historical data), and quality indicators. Popular architecture analysis approaches are for example ATAM [11], SAAM [12], and ALMA [13]. State of the art for software comprehension is for example surveyed by Hassan [14], who reviews the field of mining software repositories. Quality indicators are a broad field of qualitative and quantitative approaches, which were surveyed by Kan [15] and Fenton et al. [16], and can be classified based on their scope as product-related, process-related, and project-related metrics. Tool automation is required for quantitative approaches (e.g. ISIS [17]).

Approaches for solving evolution problems include a broad range of complementing strategies and were divided into static architecture and software system structure, reactive elimination of evolution problems, variability strategies, automation of software development, development process, knowledge management and documentation, team support, and software infrastructure. Recommendations for static architecture and software system structures include design principles [18], patterns [19], and reference architectures [20]. Reactive approaches tackle changes or their consequences. They range from refactorings [21] to migration patterns on the architecture level [22]. Variability can be tackled by generation (of code / configurations) [23] on an abstract level (typically models) or by architectural means such as product lines [24]. Automation of software development comprises software generation [23] as introduced above but also the model driven architecture [25] and model-driven techniques by de-facto standards of the Eclipse ecosystem [26], [27].

Development processes are nowadays influenced by agile methods [28] which propose more flexibility and lower costs for handling of change requests. To ease long-term knowledge management and documentation the enduring presence of knowledge and a complementary team management are crucial to ensure a long-term knowledge for development teams (see e.g. Bommer et al., [29] for an overview on suitable methods). Evolution pressure such as the infrastructure (e.g. hardware or middleware) are dealt with for example in Wolf et al. [30]. This book focuses on different aspects of virtualization, including virtual machines, virtual file systems, virtual storage solutions, and clustering for both Windows and Linux.
This overview on existing approaches targeting software evolution and long-term management provided the base to derive the sustainability guidelines, which are described in Section III, after the related work presented in the next section.

C. Other related work

The majority of methods to handle sustainability deals with evolution aspects of existing software systems, for example, the cost-effective evolution [7], [8], or laws, generalities and management of evolution [5], [6]. To our best knowledge, there are no overarching guidelines conditioning different methods to improve the sustainability of a system.

Chapin et al. [7] proposed a clarifying redefinition of the types of software evolution and software maintenance to improve the sustainability of a system already during its initial development. They propose a classification of software evolution and software maintenance types, based on the maintainers activities. The classification distinguishes changes of i) the software, ii) the documentation, iii) the properties of the software, and iv) the customer-experienced functionality.

Godfrey and Buckley [9] discuss differences and relations between software evolution and maintenance. They create a taxonomy of software changes. The taxonomy is based on characterizing the mechanisms of change and the factors that influence these mechanisms. The goal of this taxonomy is to provide a framework that positions concrete tools, formalisms and methods within the domain of software evolution. However, they do not propose a solution, but rather analyse change and evolution properties.

Mens et al. surveyed software refactoring [31] and provided a list of challenges in software evolution [31]. Germain et al. discuss the past, present, and future of software evolution [8]. They provide definitions of evolution and maintenance terminology as well as a comparison with biological evolution.

Bass et al. [32] list a number of modifiability tactics for software architectures. They focus on modifiability and do not include requirements or implementation related issues.

Rozanski and Woods [33] define an "evolution perspective" in their architectural framework "viewpoints and perspectives". They discuss how architectural changes can be described and characterized and list some abstract evolution tactics, but exclusively focus on the software architecture. The approach of defining tactics to handle specific evolution challenges is also included in our sustainability guidelines and primary covered in the architecture related sections.

Seacord et al. [1] discuss differences between software maintenance and sustainability, overview existing sustainability measures, and propose additional measures and sustainability assessment.

Beside that the vast approaches only concentrate on one of the phases of system life-cycle, it is difficult to select from these methods and to determine upfront whether they can address specific evolution problems. Moreover, it is not always clear if methods are suitable for long-living systems and how well the methods have been validated on practice. The effort required for the introduction into the project and potential benefits, especially considering sustainability, are seldomly explained.

III. SUSTAINABILITY GUIDELINES

In this section we introduce our sustainability guidelines, their general idea, target audience, outline and covered topics. We explain our approach on how to navigate through the guidelines as well as how to select appropriate ones. We further provide an excerpt from one of the guideline-chapters as an example.

A. General Idea and Target of the Guidelines

The sustainability guidelines support the explicit consideration of sustainability during system design, development, operation, and maintenance. Their objective is to support the problem analysis and decision making with active incorporation of sustainability aspects. The guidelines are based on an extensive literature survey [3] and represent the condensed state-of-the-art approaches with respect to methods and tools. They cover design and analytical, as well as proactive and reactive techniques for sustainability-aware software engineering. The approaches have been selected with focus on industrial applicability and reasonable efforts for learning and application, especially because only few of them can be automated.

The guidelines aim to make software architects and developers aware of state-of-the-art methods, their potential benefits and risks. We expect them to be familiar with basic concepts of software engineering, but do not assume any specific knowledge of sustainability or one of the included guidelines. In addition to software architects and developers, the guidelines are intended to be considered by project leads, requirements engineers and testers, who shall be aware of sustainability and shall keep track of it during their work.

For this, the guidelines are designed to provide an overview and a quick introduction into the particular topics to decide about their relevance for the current project. Software architects and developers can refer to these guidelines while working on a new system or during the evolution of an existing one. They can browse through the relevant approaches and even if they are familiar with an approach, checklists and risk estimations provide valuable information on recommendations and possible pitfalls.

B. Guidelines Sections and Structure

The approaches are grouped by software life cycle phases: Requirements, Architecture, Design, Implementation, Validation and Verification, and Maintenance. These groups are followed by a general group of approaches, which are relevant for multiple lifecycle phases. Note that the aforementioned software life cycle phases do not imply a waterfall development process but serve as an intuitive structure for the document.

The overview of topics covered by the current version of the guidelines is presented on Figure 1. Each guideline section (requirements, architecture, etc.) contains several selected approaches.
In order to quickly grasp the essence of each guideline, the description follows a common description template, that fits on one page, as presented on Figure 2. The header contains meta information, such as application and learning efforts, relevance for evolution, the addressed problem and existing validation of the approach.

The efforts required to introduce a guideline are classified as follows:

- **High**: A satellite-project or distinct resources are required.
- **Medium**: An introduction during project execution is possible but should be considered explicitly in the project plan.
- **Low**: An introduction can be done by a single person in reasonable time. Implementation requires little overhead.

The provided effort of each guideline is complemented with a short explanation of the estimation.

The efforts required to learn a guideline are classified as follows:

- **High**: Requires to understand and learn complex, highly abstract or large amounts of material, often accomplished by a complex tooling.
- **Medium**: Requires some teaching or experience and getting familiar with several tools.
- **Low**: The basic concept is simple and most of the tools are familiar.

Furthermore, each guideline is provided with a note on its relevance to sustainability, as well as problems that are targeted. The validation is distinguished into general validation experience and ABB-internal validation and expresses the maturity of the approach for its application in practice. In both cases, the validation is either strong (“+”), neutral (“0”), or weak (“-”).

The body section of each guideline provides an introduction to the individual topic, sources of further information and guidance for its application. A short description gives an overview and reflects the major aspects of the approach the guideline is about. For further reading, each guideline provides a primary literature reference, which can be used for detailed understanding of the topic and answering of conceptual or implementation questions. If tools are available to support the application of a guideline, the most relevant or ABB recommended ones are listed in a specific tool section. For the advantages and risks of each guideline, two separate sections have been introduced for these. The information about each guideline, is always documented with a strong focus on sustainability. In the same way, the usefulness and risks are described from a system evolution point of view.

### C. Guideline Navigation and Selection

We provide two strategies to identify suitable approaches from the guidelines: based on a specific development phase (life cycle phase) and based on an evolution scenario. While the first strategy is intuitive due to the nature of software product development, we discuss the second one in more detail in this section.

Providing relevant and compressed information in a compact document, which does not frighten users because of its length, was an important goal during the creation of the guidelines. To provide guidelines which address actually relevant evolution scenarios we interviewed several developers and engineers at ABB [34].

During the interviews, evolutions scenarios were collected and prioritised. The most relevant evolutions scenarios (prioritized based on how many times a scenario was mentioned in the interviews) were clustered into broader scenarios to represent typical evolution cases. For example, the two separate scenarios replace hardware “A” and “B” were generalised to “update hardware execution environment”. Those scenario clusters are specifically addressed in the guidelines document. In the guidelines, an evolution scenario is a brief description of an anticipated change because of modified requirements, failures, changing technical infrastructure, or internal maintenance activities.

The most common scenarios of each cluster were used to build a table with the scenarios on the vertical axis and the guideline chapters on the horizontal axis. As the complete table can not be provided in this paper due to the limited space, Table I provides an exemplary excerpt of it. With a specific scenario in mind, the reader can identify the representing scenario in the table head, and find relevant sections marked in the specific column. The relevance of a guideline for a specific scenario is marked as high (“+”), moderate (“0”), or irrelevant (“-”).

<table>
<thead>
<tr>
<th>Scenario / Chapter</th>
<th>Enhance or add in-house components</th>
<th>Support for processing larger amounts of data</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Requirement</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Sustainable</td>
<td></td>
<td></td>
</tr>
<tr>
<td>management</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sustainable</td>
<td></td>
<td></td>
</tr>
<tr>
<td>requirements</td>
<td></td>
<td></td>
</tr>
<tr>
<td>tracing</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Architecture</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Patterns</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Reference</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Architectures</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tactics / Styles</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Architecture-Level</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Modifiability</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Analysis (ALMA)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Software Product</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Lines (SPL)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Table I</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**NAVIGATION TABLE FOR APPROACH LOOK UP AND SELECTION BY EVOLUTION SCENARIO (EXCERPT)**

### D. Excerpt of a Guideline Chapter

All guidelines are documented according to a common template shown in Figure 2. In this section we present the Architecture-Level Modifiability Analysis (ALMA) guideline. The ALMA approach [13] is used to assess the modifiability
of a software on an architectural level by analyzing the impact of change scenarios with a series of interviews with key stakeholders.

The header of this guideline captures the estimated application and learning efforts as well as the rationales for these estimation. ALMA is rated to require a medium application effort, because it is applied manually by an analysis team, but requires only a minimum upfront training. The learning effort is also rated as medium.

Beside the focus of the architectural level, the header describes the relevance of ALMA as high due to the support of identifying changes with potentially high implementation costs. The short description summarises the major steps to conduct ALMA. This includes indentifying potential change scenarios, clustering and prioritising them, and analysing the architecture’s support of the most relevant scenarios.

The section about further readings states the major publication about ALMA by Bengtsson et al. [13].

Finally, the template discusses advantages and risks of the guideline. In case of ALMA, the advantages include the potential prevention of long-term costs and the applicability to validate implementation costs upfront in early design phases. The support of make-or-buy-decisions is also described. However, there are also documented risks such as missing analysis results due to missing change scenarios, and unnecessary analysis overhead due to the irrelevant scenarios. Furthermore, the analysis resides on an abstract architectural level, and lacking in the examination of modifiability on the code level, which might be missed. Beside content regarding risks, a too high effort might result from involving too many stakeholders or an inefficient application of the ALMA process.

### IV. Sustainability Guidelines Application

We applied selected sustainability guidelines from our catalog to two case studies to improve the systems under study. These case studies are not intended to formally validate the applicability of the guidelines, which would require a longitudinal study to be able to quantify their effect on a software system’s evolution. Rather the case studies gave hints on the applicability of selected sustainability-improving methods and helped to mature and refine the guidelines themselves.

In the first case study (Section IV-A), we compared a legacy version of ABB’s so-called PCS (Protection Controller System) with a newly designed version called RCRA (Reconfigurable Controller Reference Architecture) in collaboration with the system’s chief engineer.

In the second case study (Section IV-B), we analyzed the impact of evolving third-party components on a communication middleware for industrial devices used at ABB.

#### A. Case study 1: Architecture evolution scenario analysis

The first case study consisted of two parts: (1) Checking whether a subset of the guidelines would be applicable to the new RCRA architecture, and (2) Evaluation of the PCS and RCRA target architectures using ALMA, one of the approaches highlighted in the sustainability guidelines.

---

In the first part, a subset of potentially applicable guidelines had been selected based on the recommendations within the guidelines document itself. These guidelines were applied to the architecture and design artefacts provided by the RCRA development team, that also cover implementation aspects expressed in UML class diagrams of the technical documentation of RCRA.

The general effort to familiarise the project participants with the system architecture equals approximately 12 person days (4 persons with 3 days per person). During this phase we collected (1) experiences on the application of the subset of the guidelines complemented by (2) findings about RCRA as opposed to the guidelines (e.g., violation of principles proposed by the guidelines), and (3) findings which go beyond the sole application of the guidelines (findings that are specific to the RCRA and cannot be generalized in the guidelines).

Our findings about the RCRA were summarised and provided as a report containing sustainability recommendations, where each recommendation is linked to the corresponding parent sustainability guideline. An overview of these recommendations is provided in Figure 3.

For example, the “Copy-Paste-Instantiation” sustainability recommendation proposes to extract a framework out of the RCRA architecture instead of planned copy-paste code reuse. The “Framework and Environment Distinction” sustainability recommendation suggests to improve the layered architecture by extracting the infrastructure layer, which is technology dependent, out of the reusable core of the RCRA architecture.
These recommendations were classified according to the estimated required efforts and severity of impact on sustainability of the improvement suggestions from the recommendations. The estimated required effort is classified as high, medium, and low, similarly to the efforts required to introduce a guideline provided in the Section III-B.

The impact severity on sustainability of the improvement suggestions is classified as:

- **High impact on the sustainability**: shall be implemented if possible, otherwise high probability of noticeably negative consequences on sustainability.
- **Medium impact on the sustainability**: has no severe, but some negative consequences on sustainability if not implemented.
- **Low impact on the sustainability**: has few to no consequences on sustainability if the recommendation is not implemented.

In the second part of the case study, we executed ALMA to compare the modifiability of the PCS and the RCRA systems. According to Bengtsson et al. [13], for the RCRA system we applied ALMA at an early stage of the development and focused on the modifiability but not the maintainability of the system. Furthermore, we assessed the current status of the RCRA and the PCS systems from an external perspective. We did this from a viewpoint based on the system’s structure, including the components, externally visible properties and the relationships among them. Bengtsson et al. defined “Prediction of future maintenance costs”, “Identification of system inflexibility”, and “Compare multiple alternatives” as three possible goals for an ALMA analysis. We limited the analysis to the cost prediction and inflexibility identification.

The generic, system-independent evolution scenarios mentioned in Section III-C were prioritized and the scenarios with the highest priority were analysed in depth. A table with results of the analysis for PCS and RCRA was provided per change scenario in order to enable a direct comparison. As shown in the exemplary Table II, each table contains sustainability ratings for each system, which quantifies the support for the individual scenario according to the available documentation are. Possible ratings are:

- **High**: The scenario is explicitly considered in the architecture.
- **Medium**: The scenario is not explicitly considered but no blocking issues have been identified.
- **Low**: Issues that might block this scenario have been identified in the architecture and documentation.

Furthermore, each table contains the list of directly affected components (in the example table there is only one component called “Platform specific layer”) that are followed by the identified potential ripple effects, and evaluation and quantification of the scenario based on the affected components and identifies ripple effects.

The final results of the ALMA analysis are summarized in Table II, where each of the selected scenarios is listed with its subjective sustainability rating for PCS and for RCRA by our analysis team. It can be concluded that the new RCRA is better prepared for several of the analysed change scenarios.

### B. Case study 2: Third-party component handling

The second case study focused on a particular evolution scenario, namely the “change impact due to third-party components”. In this scenario, the guidelines should assist software architects during selection of third-party components to be incorporated into a system by assessing the quality of the third-party component and ensuring a sustainable way of integration.

In order to investigate some of our sustainability guidelines we applied them on a communication middleware component for industrial devices used by ABB. One special property of this middleware component is the availability of source code and bugtracker information.
We used the look-up table of Section 2.1 of the guidelines document to select appropriate sustainability-improving techniques for this scenario. This table provides particular guideline recommendations concerning third-party components. In this study we limited the analysis to the life-cycle phases architecture and design. In the following, we explain how we interpreted and applied the selected guidelines.

With respect to the architecture phase the guidelines document proposes to “update architectural documentation to include third-party components, acquire comprehensive documentation from third-party component vendor”. We followed this guideline by gathering documentation of the case study system from the vendor. This included the source code of three releases of the case study system, as well as user documentation and access to the system’s bug tracker. Moreover, we created an architecture overview aligned with the architecture of the client code.

Furthermore, the guidelines document recommends to ensure a clean encapsulation of the third-party component. For this we identified the API parts of the third-party component which are used by client code. We also established a continuous update of the usage information based on static code analysis in order to monitor the encapsulation.

Other guidelines for the architecture phase propose i) risk assessment with information about the third-party component, ii) analysis of ripple effects, and iii) an impact prediction in case that the third-party component has to be replaced or updated. We interpreted the proposed risk assessment as analysing the dependencies of the client code on the third-party component and within the third-party component which might lead to instability in case of third-party evolution.

In order to address these three guidelines, we used static code analysis to investigate the following aspects:

- Dependency overview within the subsystem structure and dependency progress over time
- Identification of explicit and hidden semantic changes within the third-party system
- Estimation of change impact on self-implemented code based on dependency structure

We used the tool SISSy\(^1\), which derives code dependencies and compares the dependency evolution over multiple versions of the software system. We started with a dependency overview that showed absolute numbers of dependencies within the subsystems and packages of the third-party component as well as absolute dependency numbers from client code to the third-party component covering three versions.

Although the absolute numbers already gave a rough impression of the dependency structure and on the change impact potential, the assessment of risks and potentially required efforts connected with evolution were difficult to determine. Since high dependency numbers indicate a high manual effort for investigation in case of evolution, we established a tool-supported analysis process for continuous stability investigation and change impact analysis.

This approach investigates the stability of the third-party component in terms of explicit signature changes and hidden semantic changes inside the third-party component. As a result, we retrieved locations of third-party code that were actually modified during evolution over three given versions. Then, the dependency chain was extended and filtered to identify dependent client code potentially affected by third-party evolution. Hence, we identified client code which is dependent on actual modified third-party code. This approach enabled a more straightforward and focused search and better understanding of critical dependencies.

We also selected guidelines from the design phase. For example, a guideline recommends the investigation of “bad smells” (also called anti-patterns or problem patterns). Hence, we conducted a problem pattern analysis on three versions of the middleware component again using the SISSy tool. The problem pattern analysis of SISSy is able to calculate a benchmark to compare problem pattern statistics with a reference project set. We provide an extract of the analysis results in the following.

Table III shows for three system releases the absolute numbers of detected problem pattern instances in relation to an appropriate reference value (such as number of classes, number of files, etc.; reference values stem from [35]). Definitions of the detected problem pattern types can be found in the online tool documentation\(^2\). In the next step the problem pattern counts were normalized to 1000 lines of code and mapped to statistical intervals of a reference project set. Table IV shows the number of problem pattern types (for three system releases) assigned to the statistical intervals of the reference project set. For example, five problem pattern types of Release 1 lie in the statistical range of “Minimum To Lower Quartile”, which means that with respect to these five problem pattern types the system is better than three quarter of the reference projects.

\(^1\)http://www.sqools.org/sissy/
\(^2\)http://www.sqools.org/sissy/documentation/
### TABLE IV
**NUMBER OF PROBLEM PATTERN TYPES PER REFERENCE INTERVAL**

<table>
<thead>
<tr>
<th>Range</th>
<th>Release 1</th>
<th>Release 2</th>
<th>Release 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Minimum To Lower Quartile</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Lower Quartile To Median</td>
<td>3</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Median To Upper Quartile</td>
<td>4</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Upper Quartile To Maximum</td>
<td>10</td>
<td>10</td>
<td>10</td>
</tr>
<tr>
<td>Over Maximum</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

In addition to the tables we used a box-plot for each problem pattern type to visualize the ranking of each release compared to the reference projects. Figure 5 shows an example boxplot for problem pattern type “Refused Bequest”. In this example all three releases are located between Lower Quartile and Median which means that they are worse than one quarter of the reference projects and better than half of the reference projects.

The boxplot gives easy to understand feedback on the quality of analysed source code. One can derive a tendency whether a given software implies maintainability and thus sustainability risks. For example, a source code project with more bad smells than 95% of all reference projects indicates poor quality with respect to the detected bad smell).

![Boxplot visualization for problem pattern type “Refused Bequest”](image)

**Fig. 5.** Example box-plot visualization for problem pattern type “Refused Bequest”

In conclusion, we were able to select and apply guidelines in a straightforward way for the given change scenario. Some interpretation and adaption of the guidelines with respect to the particular project context were necessary. However, the more general setup of the guidelines enables the application of guidelines in a broad and flexible way.

### V. LESSONS LEARNED

This section lists several lessons learned by applying the guidelines in the case studies described in Sections IV-A and IV-B.

**A. Applying sustainable software engineering requires practical instructions.**

Instructions on sustainable software engineering should be easy to transfer to the daily life of developers and software architects. Lowering the application barriers is promising to encourage the use of software engineering methods which support sustainability.

**B. Many sustainability problems can already be mitigated by good software engineering practice**

A range of sustainability problems found in current practice stem from the lack of applying known software engineering best practices (e.g., modular design, coding standards, regular code reviews, documentation). They do not require further software engineering research, but rather education and discipline on the developer side. When extending and refining the current guidelines in the future, this lesson should be incorporated to explore how developers can be efficiently trained and then enabled to work in a way favorable for sustainability.

**C. Lacking motivation for sustainable development**

Although those practices are well-known, they are sometimes neglected during the development due to the time and budget pressure from one side, and low enforcement and limited motivation from the other side. Immediate incentives for sustainable development are sometimes missing, which leads to the accumulation of technical debt. However, we believe that the incentives may be reinforced through activities, such as an explicit documentation of the quality and sustainability goals, enforced by a regular review process.

**D. High costs for sustainable development**

Sustainable systems cost more and require additional effort and investment, as demonstrated by the two case studies. Qualified people who are proficient in good software engineering principles should be hired. They should be given time and means to cleanly design and develop high quality software. Moreover, there must be a business decision to invest for more sustainable software. However, the estimation on the return of investment and the right measure for the sustainability is still an open and is a project-specific challenge.

**E. High importance of concrete sustainability goals**

Precise sustainability goals, requirements, and scenarios help in choosing the right method to support the systems sustainability. Otherwise there is the risk of wrong trade-off decisions between alternative guidelines to be applied. For example, a requirement for a “system to be operated for 10 years” is too abstract, but a requirement to “manage dependencies on third-party components” supports choosing the right sustainability methods. Without explicitly stated sustainability goals and scenarios, any sustainability improving measure likely result in under- or over-engineering of the system.

**F. Sustainability of the sustainable development**

Paradigm shifts, such as technology game changers, might make sustainability activities obsolete. For example, substantial architectural changes (e.g., a change to multi-core computing, a change to mobile technology or a change to cloud
computing) can render previous sustainability efforts useless. Technology changes cannot be anticipated too far ahead.

To cope with this an alternative strategy is an evolutionary approach, which is based on the incremental and iterative refinement in conditions when requirements or context are either not (well-)known or change rapidly. An example of such an evolutionary approach is the evolutionary architecture practice. It proposes incremental and iterative refinement of software architecture in context of unknown or rapidly changing requirements.

G. Trade-offs in applying different guidelines

The guidelines applicability check in the “RCRA” scenario required more time to find out which guidelines are feasibly applicable for the given context than we had expected, due to the fact that we were new to the RCRA. The application of the guidelines often involved a trade-off between separate guidelines due to the connected costs and risks, whereby the sustainability shall be kept in mind. For example, the architecture issues are more important than the implementation, while the implementation issues are likely to be eliminated easier.

Finally, in the case study we decided to follow a problem- and scenario-driven sustainability improvement instead of software development life cycle style partitioning in phases. We assume that the problem- and scenario-driven sustainability improvement better fits projects that are already beyond their initial stage. And vice versa, the software development life cycle style partitioning in phases is more applicable for the projects at their initial development stage.

VI. Conclusions and Future Work

In this paper we presented “sustainability guidelines” that provide a guide for explicit consideration of sustainability during system design, development, operation, and maintenance. The guidelines contain selected software engineering approaches with a focus on sustainability. Approaches are structured according to software lifecycle phases for easier navigation, and are followed by a general group of approaches, that are relevant for multiple lifecycle phases. The template description is used to provide a systematic overview for each approach. template description contains information approach validation, supporting tools, targeted problems, benefits, connected risks and literature for further reading. Whereby, the guidelines provide a short practice-oriented reference for a system architect or developer about the sustainability-relevant software engineering topics and approaches.

The guidelines applicability have been successfully validated on an industrial case study involving a real system RCRA (Reconfigurable Controller Reference Architecture). The results of the case study have been evaluated and improvements both for the guidelines and for RCRA system were derived.

For the case study a subset of applicable guidelines has been selected based on the recommendations within the guidelines document itself. The selected guidelines could be successfully applied, the improvement remarks mainly focused on collection of primary literature sources and rework of requirements engineering guidelines due to not being specific enough.

The RCRA system already complied to many points of the guidelines. However, we also identified possible improvements especially about the explicit documentation of design and decisions.

In our future work, we are planning to apply the guidelines within business units within ABB. We also plan to extend the guidelines with additional sustainability-relevant approaches.
and to port guidelines from a word document into an easier accessible and editable WiKi form.
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